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The continuous evolution of digital technologies has significantly reshaped the landscape of higher education, particularly in programming instruction. As programming skills become increasingly essential across multiple disciplines, analyzing the research trends, key contributors, and institutional impact on programming education is crucial. This study presents a bibliometric analysis to identify influential research works, leading authors, and major institutions that have shaped this field over the years. By systematically examining scholarly publications, this study explores the most recurrent pedagogical approaches, the role of emerging technologies, and the methodological frameworks used to assess programming competencies. Additionally, it highlights prevailing research trends, knowledge gaps, and future directions for improving programming education in higher education institutions. The findings of this work will support educators, curriculum designers, and policymakers in refining instructional strategies, fostering innovative learning environments, and aligning academic programs with industry demands.
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1 Introduction

The rapid evolution of technology has significantly reshaped various domains, including higher education (Froyd et al., 2012). One of the most crucial aspects of this transformation is the teaching and learning of programming, which has become an integral component of computer science curricula (Paiva et al., 2022). Understanding how students acquire programming competencies and identifying the factors influencing their success are critical concerns for educators and researchers. Numerous studies have explored diverse pedagogical approaches, assessment methodologies, and challenges associated with programming instruction (Medeiros et al., 2019). However, a consolidated understanding of these approaches' evolution, effectiveness, and future directions remains underdeveloped.

Programming education has experienced significant growth in recent years, with a surge of research examining innovative teaching strategies. Despite this expansion, gaps persist in consolidating insights on how programming education has evolved, which methodologies yield the highest impact, and where research efforts should be concentrated. This study aims to bridge these gaps through a bibliometric analysis identifying key trends, influential contributors, and emerging pedagogical methodologies.

In the digital era, programming has emerged as a fundamental competency across multiple disciplines, particularly within Science, Technology, Engineering, and Mathematics (STEM) fields (Abichandani et al., 2022). Traditionally, programming education was confined to technical and engineering domains; however, its role has expanded across diverse academic fields, recognizing its value not only as a technical skill but also as a means of fostering critical thinking and problem-solving abilities (González-Sanmamed et al., 2018; Jiménez-Toledo et al., 2019). Acquiring proficiency in programming extends beyond syntax and data structures—it requires logical reasoning, computational thinking, and adaptability to new paradigms (Lin et al., 2022).


1.1 Pedagogical approaches in programming education

Programming education relies on more than knowledge transmission; it fosters a computational mindset, enhances logical reasoning, and equips students with problem-solving strategies (Compañ-Rosique et al., 2015). As technology advances, programming education must continuously evolve to align with industry demands and student needs, ensuring long-term educational impact (Adamopoulos, 2020). Bloom's taxonomy provides a hierarchical framework for categorizing learning objectives and guiding instructional strategies in programming education (Masapanta-Carrion and Velázquez-Iturbide, 2018; Bloom, 1956). Additionally, research highlights the effectiveness of project-based learning (PBL) and pair programming in fostering collaboration, critical thinking, and real-world problem-solving skills (Younis et al., 2021; Shin et al., 2021).

Adaptability is a fundamental skill in programming, as languages, tools, and methodologies are constantly evolving (Merelli et al., 2016). Effective programming instruction must, therefore, emphasize autonomy and adaptability, equipping students with self-learning strategies, curiosity for emerging technologies, and resilience in overcoming challenges (Cheng et al., 2021; Vesin et al., 2018). Adaptive learning frameworks foster creative problem-solving and logical reasoning, preparing students for a rapidly changing technological landscape (Qadir et al., 2020).



1.2 Need for a bibliometric analysis

The extensive research on programming education underscores the growing recognition of its importance in academic and professional settings (Thuné and Eckerdal, 2018). Scholars, educators, and practitioners have contributed many studies, theories, and methodologies, shaping our understanding of effective teaching practices (Xie et al., 2019; Silva et al., 2020; Liargkovas et al., 2022; Yusuf and Noor, 2023). However, the sheer volume of publications and the fast pace of new developments make it challenging to stay informed about the most impactful trends and innovations.

The rapid proliferation of research in programming education necessitates a structured approach to identify effective teaching strategies, assess their impact, and map the intellectual landscape of the field (Cheah, 2020). This study seeks to provide a bibliometric analysis that examines publication trends, identifies the most cited sources, maps academic collaboration networks, and highlights key contributors to programming education at the higher education level. By synthesizing this information, our work offers a structured overview of the current state of programming education research and identifies areas that require further attention.



1.3 Objectives and research questions

This study aims to provide a systematic bibliometric analysis of programming education research. Specifically, it seeks to:

• Identify the most prevalent teaching and learning strategies in programming education.

• Recognize the most influential authors and seminal publications shaping the field.

• Determine the top contributing institutions and journals in programming education research.

• Highlight emerging trends and future research opportunities.

To achieve these objectives, we formulate the following research questions:

• RQ1: What are the predominant trends in programming education methodologies in higher education? This study addresses this question by analyzing research from the SCOPUS and WOS databases (2014–2023), identifying frequently cited methodologies such as project-based learning, flipped classrooms, and collaborative programming. The analysis examines the evolution of these strategies and their impact on programming competency development while acknowledging the potential contributions of non-indexed sources.

• RQ2: Who are the most influential authors, and what are the seminal publications shaping programming education research? This question is addressed by identifying the most cited authors and publications in SCOPUS and WOS. The study analyzes author networks, citation impact, and recurring themes in key publications while recognizing that other influential works may exist outside indexed databases.

• RQ3: Which journals and institutions have made the most significant contributions to programming education research? The study explores this question by examining journals and institutions with the highest publication and citation metrics between 2014 and 2023. The review highlights research centers that have consistently shaped programming education discourse while acknowledging contributions from alternative publication platforms.



1.4 Paper organization

The remainder of this paper is organized as follows. Section 3 describes the research approach and bibliometric methodology, detailing the data collection process and analytical tools used. Section 4 presents the findings of the bibliometric analysis, identifying key contributors, influential institutions, and emerging trends. Section 5 discusses the implications of the findings, addressing gaps in research and potential future directions. Section 6 provides the conclusions, summarizing the study's contributions and suggesting avenues for further investigation.




2 Theoretical foundations

Computational thinking plays a critical role in the modern digital era, providing people with essential problem-solving skills that transcend the boundaries of computer science and programming, as noted by Lu et al. (2022). Based on principles from computer science, mathematics, and logic (Li et al., 2020), this approach enables people to solve complex problems, recognize patterns, and design algorithmic solutions (Srinivasa et al., 2022). As highlighted by Shen et al. (2022), computational thinking significantly influences daily life by helping people make informed decisions and solve problems efficiently. Whether optimizing daily routines or critically evaluating online information, this set of skills empowers people to navigate the complexities of the digital world (Kanaki and Kalogiannakis, 2022). Furthermore, incorporating it into educational curricula fosters essential competencies such as logical reasoning and creativity, preparing students for future challenges (Kwon et al., 2021). The Algorithm 1 presents an algorithm that describes the steps to master new topics through computational thinking (Vidal-Silva et al., 2024).


[image: Algorithm 1]
Algorithm 1. Procedure for Effective Topic Mastery


Beyond everyday applications, the benefits of computational thinking extend to a wide range of disciplines (Li et al., 2020; Lai, 2021). Shin et al. (2022) demonstrate how this competency enhances scientific research by helping scientists analyze complex data, simulate experiments, and develop better models to understand the natural world. Computational thinking supports biology, physics, and social sciences research, improving decision-making by providing powerful tools for data-driven insights (Helbing et al., 2023). With the growing demand for digital literacy in the workforce, computational thinking equips individuals with the tools required to thrive in an evolving job market (Yadav and Berthelsen, 2021). This competency empowers individuals as students or professionals and as active participants in a technology-driven society.


2.1 Programming skills in engineering and technical education

Programming competencies are critically important in higher education, particularly within computer science and across disciplines of Science, Technology, Engineering, Arts, and Mathematics (STEAM) (Marín-Marín et al., 2021). The ability to think algorithmically, solve complex problems systematically, and develop automated solutions through coding has become an indispensable skill set for students, regardless of their field of study (Melro et al., 2023). Developing programming competencies in higher education equips students with fundamental skills that go beyond coding:

1. Algorithmic thinking: this allows students to break down complex problems into smaller, manageable tasks while constructing logical sequences of steps to address them (Lu et al., 2022).

2. Problem-solving through programming: programming fosters creativity and resilience, pushing students to iteratively refine their solutions until achieving the most effective outcome (Ju, 2024).

3. Abstract thinking: students can conceptualize real-world problems as abstract models, facilitating a deeper understanding of complex phenomena across various disciplines (Qian and Choi, 2023).

4. Automation and efficiency: programming enables students to streamline repetitive tasks, enhancing both productivity and efficiency (Selwyn et al., 2023).

The impact of programming competencies transcends computer science, offering substantial benefits in STEAM disciplines (Marín-Marín et al., 2021; Dúo-Terrón, 2023). These skills contribute to both the technical and creative dimensions of each field.

• Science: programming is a powerful tool for analyzing large datasets, modeling complex systems, and simulating experiments. In fields like biology, physics, and chemistry, the ability to automate data processing and perform statistical analyses improves scientific discoveries' precision and speed.

• Technology: programming drives a deeper understanding of technological systems, empowering students to innovate and develop new software tools.

• Engineering: programming is indispensable in engineering, whether used to model and simulate physical systems or optimize design processes. Coding equips students with tools that improve accuracy and efficiency in the mechanical, civil, and electrical engineering disciplines.

• Art: In the arts, programming opens new avenues for digital creativity.

• Mathematics: programming enhances the solving of mathematical problems by allowing the simulation of mathematical models and the resolution of large-scale calculations that would otherwise be impossible with manual methods.




3 Research approach and methodology

The rapid expansion of academic research and the increasing complexity of knowledge domains pose challenges for researchers seeking to stay updated within a specific field. A systematic literature review is crucial in synthesizing existing knowledge, identifying key trends, and highlighting gaps where further investigation is required (Briner and Denyer, 2012). Traditional literature reviews often rely on a single scientific database, which may lead to a fragmented view of research trends. To mitigate this limitation, scholars recommend employing multiple databases for a more comprehensive analysis (Echchakoui, 2020). This study used data from two well-established academic databases: Web of Science (WOS) and SCOPUS.

We ensure broad coverage of high-quality, peer-reviewed academic literature by incorporating both WOS and SCOPUS in our bibliometric analysis of teaching and learning strategies in programming education. These databases are recognized for indexing various scholarly outputs, including journal articles and conference proceedings in diverse disciplines such as computer science and education (Pranckutė, 2021). Their international scope (Valente et al., 2022) provides a global perspective on programming education methodologies, offering insights into different instructional approaches worldwide. Furthermore, using both databases enhances the robustness of the analysis by cross-referencing data, reducing bias, and improving the completeness of the literature review (Zhu and Liu, 2020). Consequently, selecting SCOPUS and WOS enables a comprehensive exploration of publication trends in programming education.

Records from both databases were merged into a unified dataset to conduct this analysis–the selection process adhered to well-defined inclusion and exclusion criteria, ensuring that only relevant studies were retained. Table 1 outlines the search parameters employed, while Figure 1 illustrates the trends in publication output from 2014 to 2023.


TABLE 1 Search criteria and data collection overview for the bibliometric analysis.
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FIGURE 1
 Total number of publications in WOS and SCOPUS, 2015–2023.



3.1 Data collection and selection criteria

The data extraction process followed a rigorous methodology to ensure the relevance and quality of the selected records. Regarding database coverage, WOS contained more relevant records (1,464) than SCOPUS (361). The following exclusion criteria were applied to refine the dataset and maintain consistency in the analysis.

• Removal of duplicate records: studies indexed in both databases were identified and merged.

• Relevance filtering: articles that did not specifically address teaching and learning strategies for programming education in higher education were excluded.

• Exclusion of peripheral studies: papers that only mentioned programming education without analyzing its pedagogical effectiveness were removed.

• Language constraints: only English-language publications were considered to ensure comparability.

• Full-text availability: studies lacking accessible full-text versions were excluded.

Applying these criteria resulted in a refined dataset of 1,697 research articles, with an observed overlap of approximately 11%.



3.2 Publication trends and distribution

We analyzed the publication output over time to understand the evolution of research in programming education. Figure 1 presents the annual publication trends from 2014 to 2023, illustrating the growth and fluctuations in research activity within this domain.



3.3 Assessment tools and bibliometric analysis

This study employs bibliometric analysis as the primary methodological approach rather than survey-based or experimental methods. Bibliometric analysis allows for systematically evaluating publication patterns, research impact, and intellectual structure in a given field.

The bibliometric analysis was conducted using Bibliometrix, an R-based open-source tool for statistical and visual exploration of academic literature. Bibliometrix facilitates comprehensive trend analysis, citation network mapping, and collaboration analysis across research fields (Chen et al., 2021). This tool was selected for its flexibility, integration with statistical software, and ability to generate interactive visual representations of bibliometric data.

Additionally, the Biblioshiny web-based module was employed to perform real-time data analysis (Moral-Munoz et al., 2020). Biblioshiny enables researchers to visualize co-citation networks, keyword co-occurrence patterns, and author collaborations, providing valuable insights into emerging trends and influential contributors in programming education research.



3.4 Final considerations

This study provides a rigorous and data-driven approach to understanding programming education research trends by leveraging bibliometric methods and data from multiple sources. The systematic filtering of records, analysis of publication trends, and use of advanced bibliometric tools contribute to a comprehensive examination of the field, paving the way for further research into effective pedagogical strategies and technological innovations in programming education.




4 Findings and analysis

This section presents the results of the bibliometric analysis, highlighting key contributors, prominent institutions, highly cited works, and the most relevant terminologies in programming education research. These findings offer valuable insights into the evolution and impact of research in this Field.


4.1 Leading researchers in the field

The bibliometric analysis identified the most influential researchers in programming education based on their citation count, H-index, and publication record. Table 2 presents the top authors contributing significantly to the Field. Among them, Li Yong, Liu Yonggang, Liu Yan, Liu Yuan, and Yong Wang stand out as leading figures in programming education research. Their work has explored innovative methodologies, active learning strategies, and computational thinking frameworks, shaping the pedagogical approaches in programming instruction (Hirsch, 2005).


TABLE 2 Top authors in programming education research in higher education.
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Analyzing the H-index and citation impact provides insights into these researchers' academic influence in promoting programming education. Their extensive contributions reinforce the importance of structured teaching strategies, computational thinking, and technology-enhanced learning in programming curricula.



4.2 Prominent institutions and their contributions

The bibliometric analysis also identified institutions that have played a pivotal role in programming education research. Table 3 lists the top ten universities with the highest publication output in the Field. These institutions, including the University of California, Toronto University, and the University of Sydney, have significantly contributed to advancing pedagogical models and digital learning frameworks.


TABLE 3 Top institutions contributing to programming education research.

[image: Table 3]

These institutions are critical in advancing programming education through their research on student engagement, problem-solving techniques, and adaptive learning environments. The high volume of publications from these universities highlights the increasing academic focus on enhancing programming instruction methodologies.



4.3 Seminal works and references

We analyzed citation patterns and impact factors of highly cited documents in programming education to identify the most influential publications. Table 4 presents the top-cited papers, revealing the substantial influence of studies focusing on active learning, flipped classrooms, and computational thinking.


TABLE 4 Top cited documents in programming education research.
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These documents reflect key advancements in programming education, such as:

• The impact of active learning methodologies on student performance (Sung et al., 2016).

• The role of flipped classrooms in improving engagement and retention (McLaughlin et al., 2013).

• The integration of computational thinking into early programming education (Bers et al., 2014).



4.4 Key terminology and concepts

We analyzed the most frequently used keywords to gain deeper insights into the thematic focus of programming education research. Figure 2 presents a word cloud visualization, highlighting dominant terms in the field.


[image: Figure 2]
FIGURE 2
 Word cloud highlighting the most frequent terms in the analyzed articles.


Table 5 further categorizes the most frequently used keywords, demonstrating the emphasis on learning strategies, student engagement, and educational technologies.


TABLE 5 Top ten keywords by frequency and percentage of appearance.
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These results confirm that programming education research primarily focuses on effective teaching methodologies, student engagement strategies, and the integration of emerging technologies. The findings suggest that future research should explore adaptive learning systems, AI-driven programming education, and interdisciplinary learning approaches.



4.5 Final remarks

The bibliometric analysis of programming education research has revealed significant trends, key contributors, and influential publications. The findings emphasize the growing academic focus on student-centered learning models, the integration of AI in programming education, and the role of global collaboration in shaping programming instruction methodologies. By leveraging these insights, educators and researchers can refine instructional strategies and enhance the effectiveness of programming education in higher education institutions.




5 Discussion

This study provides a comprehensive bibliometric analysis of programming education research, identifying key trends, influential contributors, and emerging pedagogical methodologies. Analyzing data from SCOPUS and Web of Science (WOS) offers valuable insights into how programming education has evolved over the past decade and highlights opportunities for future advancements.


5.1 Emerging trends and directions

The results of this study directly address RQ1, revealing that the most effective teaching approaches in programming education are project-based learning, flipped classrooms, and collaborative programming. These methodologies have been consistently cited as effective strategies for enhancing student engagement, problem-solving abilities, and knowledge retention. The increased adoption of these techniques aligns with the growing emphasis on active and experiential learning models.

Additionally, a growing interest has been observed in leveraging emerging technologies such as augmented reality (AR), virtual reality (VR), and artificial intelligence (AI) to enhance programming instruction. These technologies are being explored to create immersive learning environments, offering students interactive and personalized experiences.

Addressing RQ2, this study identified the most influential researchers and seminal publications that have shaped programming education. The most cited works emphasize the importance of interdisciplinary teaching approaches, computational thinking development, and technology-enhanced learning. The bibliometric analysis also revealed extensive collaboration networks among leading researchers, demonstrating a global commitment to improving programming education methodologies.

A key trend highlighted in the analysis is the shift toward collaborative programming techniques, such as pair programming and peer learning, which have shown positive effects on code quality and student learning outcomes. Furthermore, as software development practices evolve, educational frameworks increasingly align with industry demands by incorporating teamwork-based learning experiences.



5.2 Major contributions of this study

This study makes several contributions to the field of programming education by systematically analyzing its evolution and identifying dominant pedagogical strategies. Unlike traditional literature reviews that focus on isolated methodologies, the bibliometric approach offers a macro-level perspective, allowing for the identification of knowledge gaps, research directions, and emerging trends.

The key contributions of this study include:

• Comprehensive mapping of programming education research: by synthesizing findings from two major academic databases, this study presents a structured overview of the most influential research works, authors, and institutions contributing to programming education.

• Identification of technological advancements: the findings highlight the increasing role of AI, AR, and VR in programming education, underscoring their potential to transform instructional strategies.

• Insights into pedagogical effectiveness: the study confirms the dominance of active learning methodologies, such as project-based learning and flipped classrooms, in improving student learning outcomes.

• Recognition of global collaboration trends: the bibliometric analysis reveals strong academic networks, demonstrating the interconnected nature of programming education research across institutions and countries.



5.3 Gaps and challenges in existing studies

Despite the advancements in programming education, several critical gaps remain that require further exploration:

• Lack of longitudinal studies: most research in programming education focuses on short-term outcomes, such as student performance in individual courses. However, there is a significant gap in studies that assess the long-term impact of programming education strategies on professional career development, skill retention, and adaptability to technological advancements.

• Limited research in diverse educational contexts: most studies analyzed originate from developed countries, particularly the United States and China. There is a pressing need to explore programming education in underrepresented regions, including developing countries, rural communities, and alternative learning environments.

• Need for research on non-traditional learning pathways: with the rise of coding boot camps, online platforms, and self-directed learning, there is limited research on how these alternative educational models compare to traditional classroom-based programming instruction.

• Challenges in integrating AI and adaptive learning tools: while AI-driven educational platforms have shown promise, more research is required to evaluate their long-term efficacy, scalability, and ethical implications in programming education.



5.4 Potential biases and limitations

As with any bibliometric study, there are inherent limitations that must be acknowledged:

• Selection bias: this study relies on SCOPUS and WOS, which, despite their extensive coverage, may exclude relevant research from non-indexed sources or regional academic journals.

• Temporal bias: the analysis is limited to publications from 2014 to 2023, potentially overlooking foundational studies that continue to influence programming education.

• Reliance on citation-based metrics: while bibliometric indicators such as the H-index and citation count provide valuable insights, they may not fully capture the qualitative impact of a study or its effectiveness in real-world educational settings.



5.5 Opportunities for further investigation

Based on the identified gaps, this study proposes several avenues for future research:

• Longitudinal studies on programming education outcomes: more research is needed to understand how different teaching methodologies influence students' career progression and long-term skills development.

• Interdisciplinary approaches to programming instruction: future research should explore how integrating programming with other fields (e.g., cognitive science, psychology, and educational technology) can enhance learning outcomes.

• Expanding research to diverse geographic regions: more studies should focus on programming education in developing countries and alternative learning environments to provide a globally representative understanding of effective teaching practices.

• Evaluation of AI-driven teaching methods: as AI continues to shape education, empirical studies should assess the effectiveness of adaptive learning systems, automated code feedback, and AI-powered tutoring in programming instruction.

• Bridging the gap between academia and industry needs: future research should investigate how programming curricula can better align with industry requirements to ensure students graduate with relevant, in-demand skills.



5.6 Final remarks

The findings of this study emphasize the dynamic nature of programming education, reflecting continuous advancements in pedagogical approaches and technological integration. While significant progress has been made in refining instructional strategies, considerable opportunities remain to enhance accessibility, personalization, and real-world applicability in programming education.

Future studies can address the challenges and research gaps outlined in this discussion and contribute to the development of more inclusive, effective, and technologically enhanced programming education models. These insights will be invaluable for educators, curriculum designers, and policymakers seeking to optimize programming instruction for the next generation of learners.




6 Conclusions

This bibliometric analysis provides a comprehensive overview of the evolution of programming education research in higher education. The findings underscore the growing academic interest in programming instruction, revealing significant contributions from researchers and institutions worldwide. Over the past decade, programming education has evolved from a technical skill confined to computer science disciplines to a critical competency across various domains, including Science, Technology, Engineering, Arts, and Mathematics (STEAM).

The analysis highlights three predominant pedagogical strategies: project-based learning, flipped classrooms, and collaborative programming, which have proven effective in enhancing students' problem-solving abilities, engagement, and knowledge retention. These approaches align with the increasing demand for industry-relevant programming skills, suggesting that interactive and experiential learning methodologies play a crucial role in student success.


6.1 Key contributions and implications

The study's findings have several important implications for educators, curriculum designers, and policymakers:

• Enhanced teaching methodologies: Adopting student-centered approaches such as project-based learning, pair programming, and active learning has reshaped programming education. These strategies have demonstrated measurable benefits in improving students' comprehension, engagement, and long-term retention of programming concepts.

• Integration of emerging technologies: The use of artificial intelligence (AI), virtual reality (VR), and adaptive learning technologies in programming instruction has gained momentum. These tools offer personalized learning experiences, real-time feedback, and interactive coding environments, presenting new opportunities for improving educational outcomes.

• Collaboration networks in research: The bibliometric review indicates that leading institutions and researchers in the United States, China, and Europe are driving advancements in programming education. However, limited representation from developing regions highlights the need for more inclusive global collaboration to ensure equitable access to high-quality programming education.

• Impact of institutional support: Universities with strong research output in programming education play a crucial role in shaping curriculum design and pedagogical innovations. Encouraging cross-institutional collaborations can lead to better resource-sharing and knowledge dissemination across diverse educational contexts.



6.2 Challenges and areas for future research

Despite these advancements, several challenges persist that require further investigation:

• Need for longitudinal studies: Most existing research focuses on short-term outcomes, such as student grades or performance in isolated courses. Future studies should explore long-term impacts of different teaching methodologies on students' professional careers, adaptability to new technologies, and retention of programming skills beyond academia.

• Limited research in underrepresented regions: The majority of studies analyzed originate from technologically advanced countries. There is a pressing need for research that examines programming education in developing countries, rural areas, and non-traditional learning environments. Expanding research to diverse educational contexts will provide a more comprehensive understanding of global programming education challenges and best practices.

• Adapting pedagogical strategies to non-traditional learning paths: With the rise of online learning platforms, coding boot camps, and self-directed learning, traditional classroom-based strategies may not always be practical. Future research should explore how programming education can be optimized for learners outside formal university settings.

• Assessing the role of AI in personalized learning: While AI-based learning tools are being increasingly adopted, their long-term efficacy remains unclear. Future studies should focus on how AI-driven adaptive learning environments influence student motivation, engagement, and mastery of programming concepts.

• Bridging the gap between academia and industry needs: Employers often report skill gaps among graduates entering the tech industry. Research should investigate how academic institutions can better align their programming curricula with real-world industry demands to ensure students are equipped with the necessary competencies for professional success.



6.3 Final thoughts

This study provides a structured roadmap for future research by identifying key trends, influential contributors, and emerging areas of programming education. By addressing the identified gaps and leveraging new technologies, educators and researchers can enhance programming instruction, making it more effective, inclusive, and aligned with the evolving demands of the digital economy.

The findings reinforce the idea that programming is no longer a niche skill but a fundamental competency across disciplines, requiring continuous adaptation of teaching methodologies. As technology advances, collaborative efforts among academia, industry, and policymakers will be crucial in shaping the future of programming education, ensuring that students worldwide receive high-quality, relevant, and accessible instruction.
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