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Introduction: The growing importance of programming in higher education

requires innovative approaches to facilitate learning. Video games have emerged

as an engaging tool that enhances problem-solving skills and logical thinking.

Methodology: This study examines the e�ectiveness of Unity Visual Scripting

in fostering programming competencies among university students. A project-

based methodology was employed in the course “Physics for Videogames”

during the third semester of the Engineering in Video Game Development and

Virtual Reality program at the Universidad de Talca, Chile.

Results: Through game development, students overcame challenges associated

with text-based programming. The results indicate significant improvements in

students’ computational thinking, motivation, and collaboration.

Discussion: By reducing syntactical barriers, Visual Scripting promotes an

accessible learning experience that supports the transition to advanced

programming concepts. These findings suggest that integrating game

development into university curricula enhances digital literacy and fosters

an inclusive programming education environment.
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1 Introduction

The development of programming skills is a fundamental competence in higher

education, fostering logical thinking, problem-solving, and creativity among students

(Wing, 2006). However, programming education has faced challenges due to the

complexity of text-based languages, leading to high dropout rates and decreased

motivation among beginners (Guzdial, 2019).

Programming has become a crucial skill across various disciplines beyond computer

science (Grover and Pea, 2013; Denning, 2017). Its applicability in fields such as

biomedicine, economics, engineering, and social sciences highlights its transdisciplinary

nature. In higher education, teaching programming not only enhances computational

thinking but also strengthens analytical and creative abilities essential for problem-

solving in diverse knowledge domains (Resnick et al., 2009). The incorporation of

innovative approaches, such as block-based programming through Visual Scripting in

Unity, represents an effective strategy to make these concepts more accessible and

encourage students to explore programming’s potential (Strodick and Schattkowsky, 2024).

The use of video games as an educational tool has proven effective in facilitating

programming learning, particularly in environments that reduce the cognitive load

of textual syntax (Resnick et al., 2009). Unity Visual Scripting allows programming

through visual blocks, eliminating syntactical barriers and enabling students to focus on

programming logic and game development (Strodick and Schattkowsky, 2024).
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To evaluate the effectiveness of Visual Scripting in higher

education, this study poses the following research questions: (1)

To what extent does Visual Scripting improve programming skills

in university students? (2) How does Visual Scripting influence

student motivation and collaboration in programming education?

(3) Can Visual Scripting serve as a bridge for students to transition

to more advanced programming languages?

Figure 1 illustrates an example of a simple program in Unity

Visual Scripting. Figure 1a shows the “Hello World” program

implemented using a node-based structure, while part Figure 1b

displays the corresponding output. This example highlights the

accessibility of visual scripting, which reduces syntax-related

errors and enhances beginner-friendly programming experiences

(Miranda et al., 2021).

Table 1 compares traditional text-based programming and

Unity Visual Scripting. The table highlights key differences, such

as the reduced syntax complexity and debugging requirements in

visual scripting, making it a more accessible approach for novice

programmers (Zhang et al., 2022).

2 Theoretical framework

The development of computational thinking and programming

skills has gained increasing importance in higher education due

to its relevance in various scientific and technical disciplines

(Wing, 2006; Ogegbo and Ramnarain, 2021). Computational

thinking fosters problem-solving abilities, algorithmic reasoning,

and abstraction skills, essential in learning programming (Denning,

2017; Arslantaş, 2024).

However, teaching programming has traditionally faced

significant challenges, primarily due to the complexity of text-based

languages (Sun et al., 2024). High dropout rates among students in

introductory programming courses have been attributed to syntax

errors and the steep learning curve associated with traditional

programming approaches (Guzdial, 2019; Raj and Sharma, 2023).

In response, alternative methodologies such as block-based

FIGURE 1

Example of “Hello World” using Unity Visual Scripting. (a) Code for “Hello World” in Unity Visual Scripting. (b) Execution and output of “Hello World” in

Unity Visual Scripting.

programming and visual scripting have been introduced tomitigate

these challenges (Resnick et al., 2009; Vidal-Silva et al., 2024;

Vinueza-Morales et al., 2025).

Visual scripting tools, such as Unity Visual Scripting, enable

students to develop interactive applications without the need for

extensive coding experience (Cárdenas-Cobo et al., 2024; Rojas-

Valdés et al., 2022; Tupac-Yupanqui et al., 2022). Research suggests

that visual programming environments reduce cognitive load and

allow students to focus on understanding programming logic rather

than syntax (Strodick and Schattkowsky, 2024). Additionally,

these environments facilitate experimentation and foster creativity,

making programming more accessible for beginners (Miranda et

al., 2021).

Game-based learning has been identified as an effective strategy

to enhance programming education (Zhao et al., 2022). Video

game development provides a structured and engaging context

where students apply computational concepts while improving

problem-solving and teamwork skills (Martín-Hernández et al.,

2021; Laakso et al., 2021). Furthermore, gamification techniques

have increased student motivation and retention of programming

concepts (Montes et al., 2021).

Studies have also highlighted the importance of integrating

visual scripting tools into university curricula as a transitional

approach toward text-based programming (Noone and Mooney,

2018). By lowering entry barriers, visual scripting encourages

students to develop computational thinking and prepares them for

more advanced programming paradigms (Weintrop andWilensky,

2019).

Building upon these practical insights, this study anchors

its approach in established educational theories that support

the use of visual scripting in programming education. Papert’s

constructionism theory (Papert, 1980) emphasizes that meaningful

learning occurs when learners actively construct tangible products,

a process inherently supported by visual scripting environments.

Furthermore, Vygotsky’s (1978) theory of the Zone of Proximal

Development (ZPD) highlights the role of scaffolding in enabling

learners to engage with complex concepts progressively. Visual
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scripting simplifies programming tasks, aligning with this

scaffolding approach by allowing early access to computational

concepts. Finally, as Wing (2006) posits, computational thinking

is a fundamental competency in contemporary education.

Visual scripting facilitates the development of computational

thinking by enabling students to focus on logical problem-

solving and algorithmic reasoning without being hindered by

syntax complexities.

The data presented in Figure 2 and Table 2 highlight the

increasing adoption of visual programming tools in educational

settings. The figure illustrates a steady growth in the usage of block-

based and visual scripting tools, reflecting a shift in pedagogical

approaches toward more intuitive and accessible programming

environments. This trend aligns with recent studies emphasizing

the importance of reducing syntactic barriers to enhance student

engagement and learning outcomes (Montes et al., 2021). The

comparative analysis in Table 2 further reinforces this notion,

demonstrating that visual scripting tools strike a balance between

syntax complexity and engagement. While traditional text-based

programming remains essential for advanced development, visual

TABLE 1 Comparison of text-based programming and visual scripting.

Feature Text-based
programming

Visual
scripting

Syntax complexity High Low

Learning curve Steep Moderate

Debugging requirement High Low

Accessibility for beginners Low High

Application scope Advanced Introductory/intermediate

scripting provides a valuable entry point for beginners, offering

high engagement and retention rates. These findings support the

argument for integrating visual scripting tools like Unity Visual

Scripting into university curricula as a bridge towardmore complex

programming paradigms (Weintrop and Wilensky, 2019).

3 Materials and methods

Understanding the impact of visual scripting in programming

education requires a well-structured methodology. This section

presents the study’s design, participants, resources, experimental

process, and evaluation techniques.

3.1 Experimental process

The study followed a quasi-experimental design over a six-

week period. Participants were randomly assigned to two groups:

an experimental group (using Unity Visual Scripting) and a control

group (using traditional C# programming).

The experimental process involved the following stages:

• Pretest: all students completed an initial test assessing baseline

programming knowledge and problem-solving skills.

• Intervention: both groups completed identical programming

assignments (object creation, force application, collision

simulation). The experimental group implemented these

tasks using Unity Visual Scripting, while the control group

developed their solutions using C#.

• Posttest: after the intervention period, students completed a

final test evaluating their programming competencies.

FIGURE 2

Trends in the adoption of visual programming tools from 2015 to 2025.
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The independent variable was the type of programming

environment (Visual Scripting vs. Text-Based). Dependent

variables included task completion time, project performance, and

survey-based measures of engagement and motivation.

The assignments were designed to be equivalent in complexity

across both groups to ensure a fair comparison. Weekly

progress tracking and post-intervention surveys were used to

evaluate outcomes.

3.2 Study design

A quasi-experimental design was implemented in the Physics

for Video Games course at Universidad de Talca, Chile (Ingeniería

en Desarrollo de Videojuegos y Realidad Virtual, 2025). The

study divided students into two groups: an experimental group

using Unity Visual Scripting and a control group using traditional

text-based programming with C#. Both groups received identical

assignments, ensuring direct comparison of their learning progress.

3.3 Participants

The study involved 40 undergraduate students in the early

semesters of their Engineering in Video Game Development and

Virtual Reality program. The division of students into groups

ensured that prior programming knowledge did not influence the

results, maintaining a fair evaluation of visual scripting as an

entry-level tool.

TABLE 2 Comparison of di�erent programming learning approaches.

Learning
approach

Syntax
complexity

Engagement Retention
rate

Text-based

programming

High Moderate Low

Block-based

programming

Low High Moderate

Visual scripting

(unity)

Moderate Very high High

FIGURE 3

Average time to complete programming tasks by group.

3.4 Software and hardware resources

The experimental group worked with Unity Visual Scripting

(Unity - Discussions, 2025), an intuitive, node-based development

tool. The control group used C# with MonoGame, requiring

direct text-based coding. Both groups utilized similar computer

specifications: Intel i5 processors, 8GB RAM, and dedicated

graphics cards, ensuring uniform performance conditions.

3.5 Evaluation metrics

Three key evaluation metrics were used:

• Knowledge improvement: measured via pre-tests and post-

tests covering programming logic and problem-solving.

• Project performance: assessed based on the complexity,

correctness, and functionality of student-developed game

projects.

• Engagement and perception: evaluated using surveys assessing

students’ motivation, perceived difficulty, and confidence.

Figure 3 highlights the benefits of Unity Visual Scripting

in beginner-level programming education. The experimental

group showed greater improvement in task efficiency and higher

engagement levels compared to the control group, reinforcing the

effectiveness of visual scripting as an entry point into programming

education (Umezawa et al., 2021; Marín-Lora and Chover, 2025).

4 Results

This section presents the results of the study, comparing the

effectiveness of Unity Visual Scripting against traditional text-based

programming methods. The findings include student performance

analysis, engagement levels, and trends in learning progress.

4.1 Performance analysis

The pre-test and post-test assessments demonstrated

significant learning improvements in both groups. Students

in the experimental group (Unity Visual Scripting) achieved an

average score improvement of 35%, while those in the control

group (text-based C# programming) improved by 20%.

Notably, the relative improvement of the experimental

group was ∼75% higher compared to the control group. This

suggests that visual scripting substantially enhanced students’

ability to understand and apply programming concepts within

a shorter learning curve. The reduction of syntax complexity

likely contributed to faster mastery of core computational skills,

aligning with the scaffolding principles of Vygotsky’s Zone of

Proximal Development.

Moreover, 85% of the experimental group students successfully

completed all assigned programming projects, compared to 70%

in the control group. Detailed task analysis revealed that the

assignments involving force application and collision simulation

exhibited the greatest differences in completion times, favoring
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TABLE 3 Comparison of pre-test and post-test scores between

experimental and control groups.

Group Pre-test
score (%)

Post-test
score (%)

Visual scripting (experimental) 45% 80%

Text-based programming (control) 50% 70%

the experimental group. For instance, the experimental group

completed collision simulation tasks in 30min on average, while the

control group required 50min. Table 3 summarizes the pre-test and

post-test scores obtained by both groups. These results demonstrate

the relative advantage of Unity Visual Scripting in both conceptual

understanding and execution efficiency.

These performance differences indicate that students using

Unity Visual Scripting not only achieved better learning outcomes

but also demonstrated higher efficiency in task execution.

4.2 Student engagement and perception

Survey data collected at the end of the intervention showed

that students using Visual Scripting reported higher levels of

engagement, motivation, and perceived ease of learning compared

to their counterparts. Specifically, 90% of the experimental group

expressed satisfaction with the learning approach, while only 65%

of the control group did. As shown in Table 4, students using Unity

Visual Scripting reported significantly higher levels of satisfaction,

motivation, and confidence compared to those in the control group,

reinforcing the perceived benefits of a visual learning environment.

Furthermore, students in the experimental group indicated a

higher level of confidence in their programming abilities post-

intervention. These perceptions are consistent with constructionist

learning theories, where active creation and reduction of cognitive

load enhance learner engagement and motivation.

4.3 Trend analysis of learning progress

Figure 4 illustrates the trend analysis of performance

improvement over the six-week study period. The experimental

group exhibited a more consistent and steeper growth trend in

programming competency compared to the control group.

In the experimental group, performance improvement rose

steadily each week, reaching 35% by the end of the intervention.

In contrast, the control group’s improvement plateaued around

20%. This indicates that visual scripting supported more rapid and

sustained learning progression.

The steady weekly improvements in the experimental group

underscore the potential of visual scripting as an effective

transitional pedagogical tool, preparing students for subsequent

engagement with text-based programming environments.

Overall, these findings reinforce the educational value of visual

scripting tools in enhancing programming skills, fostering higher

engagement, and facilitating smoother learning curves in early

programming education.

FIGURE 4

Trend analysis of performance improvement over six weeks.

TABLE 4 Comparison of student engagement and perception.

Aspect Experimental
group (%
positive)

Control group
(% positive)

Satisfaction 90% 65%

Motivation 88% 62%

Confidence in programming 85% 60%

Table 5 summarizes the key learning outcomes and student

perceptions observed in both groups. The data consistently

show that the Visual Scripting group outperformed the Text-

Based Programming group across all measured dimensions,

reinforcing the effectiveness of visual scripting in enhancing

programming education.

5 Discussion

The findings of this study highlight the advantages of using

Unity Visual Scripting in introductory programming education.

This section critically discusses the implications of the results,

situating them within the broader theoretical and empirical

context, and identifies key takeaways and limitations for future

curriculum development.

The improvements in test scores and project completion

rates observed in Table 5 suggest that Unity Visual Scripting

effectively lowers entry barriers for programming students. By

reducing syntactic complexity, students could focus more on

problem-solving and algorithmic reasoning, key components of

computational thinking as defined byWing (2006). This aligns with

Papert’s constructionism theory (Papert, 1980), which posits that

active creation of artifacts enhances learning, and Vygotsky’s (1978)

Zone of Proximal Development, emphasizing the importance of

scaffolding in acquiring complex skills.

The trend analysis depicted in Figure 4 further reinforces that

visual scripting supports sustained, progressive skill acquisition

over time. Students’ steady performance improvements align with

previous findings on the benefits of scaffolded, incremental learning

environments (Marín-Lora and Chover, 2025; Umezawa et al.,

2021).
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TABLE 5 Summary of learning outcomes and student perceptions by

group.

Measured aspect Visual
scripting
group

Text-based
programming

group

Pre-test average score 45% 50%

Post-test average score 80% 70%

Improvement in test scores 35% 20%

Average task completion time (min) 25 min 41.7 min

Project completion rate 85% 70%

Satisfaction (survey) 90% 65%

Motivation (survey) 88% 62%

Confidence in programming (survey) 85% 60%

Survey results indicated higher motivation, satisfaction, and

confidence among students in the experimental group. These

findings are consistent with research on the motivational effects

of reducing cognitive load and promoting active learning

environments (Montes et al., 2021). Students reported that the

visual scripting interface made programming more accessible and

engaging, which corroborates prior studies on gamified and block-

based learning approaches (Resnick et al., 2009; Zhao et al., 2022).

5.1 Comparison with previous studies

The effectiveness of block-based programming environments

has been widely acknowledged. Tools such as Scratch and

Blockly have demonstrated positive impacts on early programming

education (Montes et al., 2021). The present findings extend these

insights to higher education contexts, demonstrating that Unity

Visual Scripting can play a similar role in fostering computational

thinking and programming competencies.

Moreover, the significant reduction in task completion times

observed in the experimental group reflects findings by Miranda et

al. (2021), who noted that intuitive, low-syntax interfaces facilitate

faster task execution and deeper conceptual understanding.

5.2 Limitations

While the findings are promising, several limitations must

be acknowledged. First, the sample size was limited to a single

university cohort, potentially constraining the generalizability of

the results. Future research should replicate this study across

diverse educational settings and larger sample sizes.

Second, the study focused primarily on short-term learning

outcomes. Longitudinal research is needed to assess the persistence

of skills acquired through visual scripting, particularly as students

transition to more advanced, text-based programming languages.

Third, although performance and engagement metrics were

evaluated, qualitative insights into students’ learning experiences

were not deeply explored. Future studies could incorporate

interviews or open-ended surveys to capture richer perspectives.

5.3 Implications for curriculum design

The results emphasize the importance of adopting progressive

instructional strategies in programming education. Visual scripting

can serve as an effective bridge to more complex programming

paradigms by initially reducing cognitive barriers and fostering

confidence.

Institutions should consider:

• Hybrid learning approaches: integrating both visual and text-

based programming progressively within the curriculum.

• Bridging strategies: designing transition modules that

gradually introduce textual elements to students comfortable

with visual representations.

• Gamified learning environments: leveraging game

development frameworks to sustain student engagement

and promote deeper computational thinking.

Overall, Unity Visual Scripting represents a promising

pedagogical tool for enhancing digital literacy, computational

competencies, and inclusive programming education

environments.

6 Conclusions

This study provides compelling evidence that Unity Visual

Scripting serves as an effective pedagogical tool for introducing

programming concepts in higher education. By reducing syntactic

barriers and promoting logical reasoning, visual scripting

environments facilitate deeper engagement with problem-solving

and computational thinking, aligning with key educational theories

such as Papert’s constructionism and Vygotsky’s scaffolding

principles.

The results demonstrated that students using Unity Visual

Scripting achieved a significantly higher improvement in test scores

(35%) and a greater project completion rate (85%) compared to

students in the text-based programming group (20% improvement

and 70% project completion rate, respectively). Furthermore,

students in the experimental group reported higher levels of

satisfaction, motivation, and confidence in their programming

abilities.

These findings confirm that visual scripting tools effectively

lower initial learning barriers, foster engagement, and promote the

development of computational competencies. They reinforce prior

research on the benefits of block-based and gamified programming

environments (Montes et al., 2021; Resnick et al., 2009; Zhao et al.,

2022) and demonstrate that visual scripting can act as a transitional

stage toward advanced programming paradigms (Weintrop and

Wilensky, 2019).

Despite these advantages, several challenges remain. The

transition from visual scripting to text-based programming

languages remains a critical hurdle, with some students initially

struggling to adapt to the increased syntactic complexity. Future

research should investigate structured transition models that

progressively integrate textual coding within visual environments

(Marín-Lora and Chover, 2025).
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The study suggests several key implications for curriculum

design:

• Hybrid learning approaches: integrating visual and text-based

programming within the curriculum to support a progressive

learning curve.

• Bridging strategies: developing transition modules that ease

the shift from visual to textual programming paradigms.

• Game-based learning integration: leveraging interactive and

gamified environments to sustain student motivation and

engagement.

Future research should focus on evaluating the long-term

retention of skills acquired through visual scripting, exploring its

scalability across diverse educational contexts, and investigating

its integration with other instructional methodologies to optimize

programming education outcomes (Hu et al., 2021; Umezawa et al.,

2021).

In conclusion, Unity Visual Scripting represents a promising

and innovative approach to programming education. Its

implementation in university courses can significantly enhance

digital literacy, foster inclusive learning environments, and support

the development of computational thinking skills essential for

success in an increasingly digital world.
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